Analysis on source code
Performance Measurement Analysis on Source Code between Object Oriented Inheritance and Interface Concepts Using CK Metrics
Abstract
It is widely acknowledged that in software engineering, the usage of metrics at the initial phases of the object oriented software can help designers to make better decisions. Following this innovative thinking, two widely used concepts of object oriented programming, inheritance and interfaces have been taken to predict the best performance between them. Two program examples for each concept are taken and the performance is measured through CK metrics. The six CK metrics are applied to all examples and the values for each metric are compared. For each metric the value is reduced for object oriented interfaces compared to inheritance concept.
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Introduction
Software engineering metrics are important measurements for project planning and project measurements. The increasing importance of software measurement and metrics led to the development of new software measures and metrics. Many metrics have been proposed for traditional programming and object oriented programming. The increased demand for the software quality has resulted in higher quality software and quality is the main differentiator between the software products nowadays. Nowadays software measurement plays an important role for measuring quality and complexity of software. This paper presents a software measurement made by using CK metrics. [11][12][13]
Measurement and Metrics
Nowadays, software engineering is one of the most important technologies in the world. As computer software has grown, software developers have continually attempted to develop new technologies with some of them focused on object oriented technologies [19]. In this paper object oriented class inheritance are differentiated with object oriented interface through complexity measures.

If you cannot measure its not Engineering Community is often said by the engineering community. [6]

The key factor for any engineering discipline is measurement. Without measurement or metrics it is impossible to measure quality and complexity to detect problems before it is released. So measurement is very important in managing the software projects. [1][17][20][24]
METRICS
Metrics are used as a powerful tool in software research, maintenance and development for estimating cost, effort, complexity, quality, maintenance and to control etc[5]. Metrics serves as an early warning tool for potential problems happening in software development [20]. Any metrics must be defined as a complete and well designed quality improvement paradigm (QIP) [2]. According to QIP in this paper CK-metrics are improved in interfaces compared to class inheritance diagram.
Traditional Metrics
From 1976 traditional metrics have been used in software measures for measuring the software complexity. Metrics are used as a controlling method in development. The metrics are used to measure either the process of development or various aspects of the product [7][10][23].
Cyclomatic complexity [CC]:
Cyclomatic Complexity is found by counting the number of decision points in the method. A high value of cyclomatic complexity indicates that the quality of the code might be low.
Source Lines of Code:
This metric counts the number of lines in the code/program. This metric is the simplest and easiest approach to measure complexity.
Comment Percentage:
Comment percentage is calculated by finding the ratio of total number of comments by total lines of code minus the number of blank lines. A high value of CP facilitates in maintaining the system.
Object Oriented Metrics
Metrics are very essential and important to measure object oriented software programming. The development of software metrics for object oriented technology/programming has received more attention [5] [16].
BACKGROUND
Metrics Used In This Study
One of the most widely used set of object oriented software metrics has been proposed by Chidamber and Kemerer referred to as the CK metrics suite. CK have proposed six class-based design metrics for object oriented programming/systems. [19]
Weighted Methods per Class(WMC)
WMC is simply the method count for a class.

WMC = Number of methods defined in class. WMC measures the complexity of the class. Two different approaches are used to measure the WMC metric.
1. The first method uses the sum of the complexity of each method contained in the class.

2. The second method assigns a complexity of 1 to each method in the class and then sums the result. This is equivalent to number of methods defined in the class.
The number of methods and complexity of methods are used to measure how much time and effort is required to develop and maintain the class.

A high WMC leads to more faults. Classes with many methods are likely to be application specific and it will limit the reusability of classes. Because of all the above said reasons WMC should be kept as low as possible [18] [19] [21] [22].
Depth of Inheritance Tree of a Class (DIT)
DIT is defined as the length of the longest path of inheritance ending at the current module.

DIT= maximum inheritance path from the class to the root class.

The deeper the class in the hierarchy, the lower level classes inherit more methods and variables, making it more complex. The deeper trees will also indicate greater design complexity. The deeper the inheritance trees the harder it is to find its behaviour due to its interaction between the inherited and new features. A high DIT will increase faults. The advantage of deeper trees is that it will increase/promote reuse because of method inheritance.
Number of Children (NOC)
NOC equals the number of immediate child/sub classes derived or subordinated from a base class. The subclasses that are subordinate to a class in the class hierarchy are called as its children.

NOC and DIT are closely related. NOC measures the breadth in class hierarchy where as DIT measures the depth in class hierarchy. Inheritance levels can be added to increase and decrease the depth and breadth.

A high value in NOC i.e. a large number of child classes as the number of children grows indicates,
1. High reuse of base class

2. Base class may require more testing

3. Improper abstraction of the parent class/ the abstraction presented by the parent class can be diluted.
A class with high NOC and high WMC indicates complexity at the top of class hierarchy [18] [19] [21] [22].
Coupling Between Objects (CBO)
CBO is defined as the count of the number of other classes to which it is coupled.

CBO= Number of classes to which a class is coupled.

A class is coupled with another class when a class is using the member method and/or instance variables of another class. The more independent class is easier to reuse. High value of CBO is undesirable and also indicates that more faults might be there due to inter-class activities.

Excessive coupling between object classes is harmful for modular design and it prevents reuse. It also indicates weakness of class encapsulation and may restrain reuse [9] [18] [21].
Response for a Class (RFC)
The response set of a class is defined as, a set of methods that can potentially be executed in response to a message received by an object of that class [3] [18] [19]. It is simply the number of methods in the set. A large value of RFC indicates more faults. Classes with high RFC become more complex and harder to understand. If large numbers of methods are invoked by a class in response to a message, the testing and debugging of the class becomes more complicated because it requires a greater level of understanding [18][21].
Lack of Cohesion in Methods(LOCM/LCOM)
LCOM is the number of methods that access one or more of the same attributes/instance variables [4]. If no methods access the same attributes/instance variables in the class, then LOCM = 0.

LOCM = number of methods whose similarity is zero  the number of methods whose similarity is non zero. When the number of similar methods in a class is larger, the class is more cohesive [3] [18]. High value of LCOM indicates methods may be coupled to one another through attributes and it increases the complexity of a class. So LCOM should be kept low [18] [19].
SOFTWARE EXAMINED
Inheritance is one of the initial features of object oriented programming. Through inheritance a derived class receives the attributes and methods of the base class. The relationship between derived and base class is referred as is-a/is-a-kind-of. Inheritance feature create a class hierarchy. [8]

Software engineering has been using interfaces for more than 25 years. With interface construct, object oriented programming features a good concept with high potential code reusability. Interfaces in object oriented programming just contain names and signatures of methods and attributes, but no method implementations [14]. Interfaces are used to organize code and provide a solid boundary between the different levels of abstraction [4] [15].

Two Software programs, vehicle and shapes hierarchy are taken to analyse the above said two concepts. Firstly the above said two programs are completely developed using java language. The same two programs are introduced with possible number of interfaces and are also developed in java language.
SOFTWARE TOOL USED
Several commercial tools are available to implement and measure CK metrics. In this paper the ckjm-1.9 metric tool is used. It is a flexible and effective tool for calculating Chidamber and Kemerer metric suite for object oriented programming. These metric values are calculated by processing the byte code of compiled java files. The tool calculates all six metrics WMC, DIT, NOC, CBO, RFC and LCOM of CK metric suite.
ANALYSIS METHOD USED
The study examined with one metric suite is performed over two examples. First the metric is selected from object oriented metric category for measuring the properties of the software. CK are the first people who have introduced object oriented metrics and these are the only metrics which will measure the program in all the properties like number of methods, inheritance, number of children, coupling between objects, response for a class and lack of cohesion methods.

Finally the two models have been developed using java language for two different concepts. These two models are introduced with possible interfaces which are also developed using java language.
Goal Statement and Research Hypotheses
Two examples and two hypotheses are used to test the goal.

Goal: Performance measurement between the usage of object oriented inheritance and interface concepts in object oriented programming environment.

Hypothesis1: Object Oriented Metrics are used to identify the better quality and economic software in object oriented programming.

Hypothesis 2: Memory and number of lines are two new metrics used to measure the performance of two concepts in object oriented programming.
Methodology
1. The Ck Metric suite is applied on two different examples of two different concepts.

2. The values are tabulated.

3. The tabulated values are compared.

4. The number of lines and memory occupied by the two examples are calculated for the two concepts.

5. Finally the values are compared for predicting the better performance of software.

6. Results & Discussions
The results are compared between the two concepts in two ways.
· CK Metrics Suite analysis

· Memory and size analysis
Using CK Metric Analysis
Two software programs, vehicle and shapes are taken as examples for object oriented inheritance concepts. The CK metrics are measured for the vehicle and shapes and the values are given in table 1. The programs are then introduced with possible number of interfaces. The CK metrics are measured for the above said programs with interfaces. The two concept values are compared. All the values except CBO is reduced for interface concepts.

The results are compared between the two concepts and discussed below:
1. Weighted Methods per class metric is reduced in interface concept compared to inheritance concept. So, the potential reusability of the class is diluted.

2. Depth of inheritance tree is reduced for the second example thus the design complexity is reduced.

3. The number of children metric value for the interface concept is reduced thus the amount of testing will be reduced for the software. Abstraction of the parent class is increased.

4. The coupling between the object classes is increased for the interface concept thus the reusability of the class is reduced and testing will be difficult.

5. Response for a class is reduced for interface concept thus the testing effort, test sequence and overall design complexity of the class is reduced.

6. Lack of cohesion of method metric value is reduced thus the complexity of the class design is decreased.
Memory & Size Analysis
Memory is measured in terms of bytes. The size is measured in terms of number of lines.

The number of lines and memory are measured for the above said two examples. The number of lines and memory are reduced for the concept of interfaces compared to inheritance concept. Introduction of interfaces in object oriented programming in possible places is better for producing good quality and economic software.
Conclusion
All the metrics for CK metrics except coupling between objects are reduced for the concept of interfaces. Excessive coupling between object classes will prevent reusability. For the inheritance concepts the value of CBO is slightly high when compared to interface concept in object oriented programming. In all other metrics, the values are reduced for the programs using interface concepts. The CK metric values show that using interfaces in the appropriate places will produce the software with reduction in cost, testing effort and complexity in object oriented programming. Measuring the number lines and memory usage also are reduced in interface concept in object oriented programming. The usage of interfaces will avoid consuming time, reduce economy and result in good quality also.
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